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ABSTRACT
This paper presents MikiWiki, a meta-reflective wiki developed to prototype key aspects of the Hive-Mind Space model. MikiWiki is aimed at supporting End-User Development activities and exploring the opportunities to enable software tailoring at use time. Such an open-ended collaborative design process is realized by providing basic boundary object prototypes, allowing end users to remix, modify, and create their own boundary objects. Moreover, MikiWiki minimizes essential services at the server-side, while putting the main functionalities on the client-side, opening the whole system to its users for further tailoring. In addition to traditional wikis, MikiWiki allows different Communities of Practice to collaboratively design and to continuously evolve the whole system. This approach illustrates the meta-design concept, where some software collaboration between professional developers and end users is made possible through communication channels properly associated with the environment. As such, the MikiWiki environment is presented as a ‘concept demonstrator’ for meta-design and end-user tailoring.
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1. INTRODUCTION
Web 2.0, social media and advanced information technology are changing the role of end users and the way they share and manage knowledge, and encourage cultures of participation [1]. Complex design projects also need to actively engage all stakeholders in the design process. However, communication among stakeholders often breaks down due to differences in cultures, backgrounds and modes of communication. Moreover, the co-evolution of design communities and software systems [2] requires open software development environments to support emerging needs.

The paradigm of End-User Development (EUD) aims to explore the opportunities to enable software development at use time involving the end users as experts of specific domains [3]. In fact, EUD techniques propose various approaches that allow users of software systems, who are not professional software developers, to create, modify or extend software artifacts at use time [4]. Viewing software as a continuously evolving artifact considerably contributes to the progress of software development.

The Hive-Mind Space (HMS) model [5] [6], a meta-design [7] conceptual model, has been proposed to tackle the fore mentioned issues and to support collaborative creativity among design teams. This paper describes the architecture and design principles of MikiWiki, a prototype of the HMS model that we built to evaluate the technical feasibility and the effectiveness of the model. By implementing the HMS model, we also hope to be able to evaluate the meta-design system and discover new design opportunities. We call MikiWiki a meta-reflective system, meaning that it is reflective because it makes visible and accessible parts of its infrastructure to the users. The ‘meta’ refers to the meta-design features available to the users. The contribution of this work is to show the feasibility of implementing HMS by extending the concept of wiki with programmable concepts, focused within a conceptual framework.

The following section briefly introduces the HMS model. Section 3 explains the reasons why we chose a wiki model as the basic infrastructure for prototyping the HMS model and introduces MikiWiki. Section 4 describes the MikiWiki architecture. Section 5 explains how MikiWiki reflects upon open structure, boundary objects and habitable environments concepts of the HMS model. Section 6 demonstrates how MikiWiki can be used in collaborative iPhone mockup design. Section 7 outlines some possible application domains. Some reflections and a brief conclusion are given in the last two sections.

2. HIVE-MIND SPACE MODEL
The Hive-Mind Space model explores the meta-design approach and aims to bring software engineers, domain experts and end users together to collaboratively work on design projects. A fundamental objective of meta-design is to create socio-technical environments that empower users to engage actively in the continuous development of systems rather than being restricted to the use of existing systems. The meta-designers design the design process as well as design context [7]. Each stakeholder belonging to a specific design community (i.e. a Community of Practice (CoP) [8]) in the HMS model is provided with a ‘habitable
1. Wikis encourage a culture of participation, since wikis enable users to share and develop knowledge from a wide range of domains. Cunningham suggests that wikis are useful tools for building CoPs [14].

2. Wikis have an open structure and foster social creativity.

3. The distinction between design time and use time is blurred.

4. Wikis allow incremental knowledge creation and enhancement. In order to collaboratively build up knowledge or perform design activities among diverse design teams, a wiki can be an ideal platform and format [15].

5. Wikis have also been shown to express emergent organization and a degree of meta-design via communities using wikis to discuss how the wiki itself should evolve, making the wiki both the product and the medium of communication. The open editable structure, pages as basic units of sharing, existing documented architecture models and implementation of traditional wikis, make them a good starting point for prototyping the HMS model.

3.2 Extending the Wiki

Typical wikis lack support to create new domain-oriented tools within the wiki itself. Existing wiki engines only allow users to enter passive content and do not allow users to customize wiki pages. Therefore wikis cannot be used to host or author rich dynamic and interactive content [16].

On the other hand, application wikis enhance wiki systems with lightweight programming features that aid in making data structure and processes explicit. Using these features, end-users can program a wiki to better support their collaboration [17], for instance SnipSnap [18] and XWiki [19]. This approach, however, is limited since language constructs are often domain specific [17] and users are constrained to write code in markup languages rather than to interact and inspect objects [16] [20].

In the next section we will explain how MikiWiki extends wikis with typed pages [21], which allow users to link structured text and data pages to specific templates and layouts. This mechanism allows users to incrementally evolve part of the wiki text from informal text to structured contents. The MikiWiki system is open and it goes beyond templates, allowing advanced users to process structured content by defining their own page types using JavaScript.

4. ARCHITECTURE

Client-side Web development is an emerging trend, since it provides the possibility to empower end users to create applications by merely using a Web browser [20]. MikiWiki utilizes a client side Web development approach to put end users in charge of their design problems, to enhance their tailoring power and thus to create situational applications [22] for better collaboration and problem-solving.

4.1 Architectural Philosophy

In MikiWiki, the server side supports the minimal amount of features and services that maintain basic functionality. Whenever it was possible, functionality was moved to the client-side in the form of JavaScript code. The server-side primitive services are still available to the client-side via AJAX calls.

Some functionality cannot be removed from the server side specifically, all the basic facilities that handle the sharing of information as the server acts as a repository and single aggregation point for wiki pages. We created an abstract system for sharing pages, without encumbering the server side with the specifics of what is being shared, therefore keeping it very simple.
The semantics of what is being shared are expressed on the client side, where eventual mikinuggets are executed. A mikinugget is a page embedded within another page in order to create sharable remixable components. Mikinuggets in MikiWiki are explicitly designed to reflect the HMS model’s boundary objects’ concept.

As a concept demonstrator, MikiWiki aims to explore some key characteristics of meta-design, i.e. design infrastructure tailorability and EUD. Therefore, the system architecture mainly addresses the tailoring flexibility of the client side, experimenting with the concept of empowering the end users to evolve the behavior of the system according to their collaboration.

Issues of security and scalability are not explicitly addressed since they are out of our research focus and we mean to keep the architecture tidy, lightweight and fully focused on collaborative tailoring and open-ended evolution.

The architecture of MikiWiki is depicted in Figure 2.

4.2 Architectural Implementation

MikiWiki is implemented as a Ruby [23] web application written on top of the Sinatra framework [24] on the server side and as HTML and JavaScript on client side, also making ample use of the jQuery framework [25] and its plug-ins.

JavaScript was chosen as the boundary-object (that is, MikiWiki’s mikinuggets), creation language for several reasons: the code is interpreted on the client’s side and runs on most devices, within the user’s browser, and various libraries are available for building cross-platform and cross-browser JavaScript applications. There is also a growing popularity of frameworks such as node.js [26], enabling JavaScript on the server side, which we hope to leverage in the future. Although JavaScript supports dynamic scripting, it is seldom used to empower end users to influence and even change the behavior of Web programs.

In MikiWiki, the server side supports the minimal amount of features and services that maintain basic functionality. The server side handles all the tasks and rules related to the page and environment infrastructure, the basic navigation framework, authorization and notification services, while the client handles the rendering and the management of the interaction with the users.

Some functionality cannot be removed from the server side, especially all the basic facilities that handle the sharing of information, since the server acts as a repository and single aggregation point for wiki pages. Whenever a feature does not necessary have to be run on the server side, it can be expressed as JavaScript code within a wiki page. This allows the feature to be available for inspection and tinkering by the users, who might decide to customize it for their environment. Centralized ‘primitive’ services can be accessed by the client-side features with AJAX calls.

We mean to keep the server-side architecture very simple. The server does not have any information about the content of the pages or the meaning of the data that is being served. The associations among content page, data page and format page are authored by users, while the server only keeps track of these relationships rather than their semantics.

Once the pages are loaded on the client side and the embedded mikinuggets are expanded, then the page content is interpreted according to the format of the data page.

The server provides some additional functionality to user generated pages on the client side by exposing an AJAX interface to authentication, synchronization and awareness and versioning services.

Figure 2 shows the MikiWiki layered architecture. Embedded mikinuggets are executed within the browser as JavaScript code. When a resource is requested during the rendering of a mikinugget, static text or JSON content and related dynamic JavaScript are retrieved, passed to the rendering engine, rendered in HTML format and displayed in the user’s browser.

A lifecycle for fetching and rendering a page in MikiWiki is described below.

A user accesses MikiWiki by loading the URL of a page within the Web browser. This request gets sent to the MikiWiki Server.
If the format does not fall into any of these three rendering categories, the Rendering Engine exploits a custom rendering strategy. The name of the format corresponds to a MikiWiki page, containing detailed rendering instructions in the form of an HTML template or JavaScript code.

The Rendering Engine fetches the JavaScript contained by the format page via an AJAX call and executes it in the browser. The JavaScript may further make its own AJAX calls to the MikiWiki services in order to retrieve all the information needed to perform its rendering for instance, fetching further pages containing data in a JSON format, querying the environments or getting user profile information, checking file versions and so on.

Finally, the JavaScript produces the HTML code and makes it visible. If the returned HTML code contains further boundary objects, the expansion step is executed recursively until all nested mikinuggets are fully expanded and rendered in the Web browser.

5. MIKIWIki DESIGN PRINCIPLES
The MikiWiki architecture has been designed to allow the implementation of mechanisms that support the HMS concepts. This is not a one-to-one mapping, as many theoretical concepts, such as boundary objects, cannot be reduced to a simple software system component.

5.1 MikiWiki pages as organizational structure
Information in MikiWiki is organized by pages. MikiWiki pages can act as the materialized representations of boundary objects and every page can easily embed other pages. CoPs can manipulate, create and reuse pages created by other users by referencing their URL, uniquely identifying them.

The HMS does not specify the shapes of the boundary zone, boundary objects or environments. It specifies ‘bounding’ and ‘containment’ relationships, but not the nature of the space or its navigation. The focus of the HMS model is not on the space metaphor, and thus in MikiWiki we chose the simplest interpretation of space that was consistent with the model. We decided to represent the collaborative space as a tree structure of content, allowing the organization of artifacts in environments and sub-environments.

A page can be either a “Folder page”, used primarily to group and navigate sub-pages, or a “Content page”, used to convey users' thinking and workflow. Moreover, within this local environment, the members of a CoP can tailor an environment to reflect their initial form. Moreover, mikinuggets are also a medium made of captured knowledge. CoPs can also act as the materialized representations of boundary objects or environments. It specifies 'bordering' and 'containment' relationships, but not the nature of the space or its navigation. The focus of the HMS model is not on the space metaphor, and thus in MikiWiki we chose the simplest interpretation of space that was consistent with the model. We decided to represent the collaborative space as a tree structure of content, allowing the organization of artifacts in environments and sub-environments.

A page can be either a “Folder page”, used primarily to group and navigate sub-pages, or a “Content page”, used to convey users' thinking and workflow. Moreover, within this local environment, the members of a CoP can tailor an environment to reflect their initial form. Moreover, mikinuggets are also a medium made of captured knowledge. CoPs can also act as the materialized representations of boundary objects or environments. It specifies 'bordering' and 'containment' relationships, but not the nature of the space or its navigation. The focus of the HMS model is not on the space metaphor, and thus in MikiWiki we chose the simplest interpretation of space that was consistent with the model. We decided to represent the collaborative space as a tree structure of content, allowing the organization of artifacts in environments and sub-environments.

5.2 Content pages, Data pages, Format pages
MikiWiki pages are accessing points to the deeper level of the system. They are the building blocks of a complex, multi-level medium that can be constantly tailored by users, thus allowing evolving the system’s structure and behavior to evolve. MikiWiki supports three basic types of pages: text pages, data pages and format pages. All of them act as boundary objects, in the sense that they can be shared and extended by users.

Content pages can embed other content pages or data pages. Data pages are typed pages with structured text (either in JSON, XML or any text convention that the user chooses) and they are associated with a specific format page. A format page can be either an HTML template with insertion points or JavaScript code. A format page is basically a set of rules or some code that defines how to render a data page.

Figure 3 shows a rendered content page containing a chat mikinugget. Advanced users can choose to highlight the mikinuggets embedded within a page and make visible a link to the pages containing their data (wall-data in the figure) as well as their behavior (wall in the figure). These links facilitate and stimulate advanced users to access meta-level functionality and modify or clone existing functionality and tools.

Figure 3. Content page, data and format page of a chat mikinugget

5.3 Mikinuggets
MacLean suggested that a more incremental approach is desirable to allow end users to express their customization requirements as much as possible using skills they already possess, and to equate increases in customization power with proportionate increases in the level of expertise required [27].

We provide a set of mikinuggets to be embedded for instance ranking, commenting, annotations, drawing tools, notification, online presence, change-tracking, user-tracking, chat, to-do list, video embedding, access control and profile. By utilizing these mikinuggets, non-programmers can easily start using and remixing existing objects, while advanced users can clone and modify these mikinuggets and consequently introduce new behaviors.

The separation between user interface and application (the surface and the deep [28]) restricts end users to simple manipulation of surface features, while the deeper system remains only accessible to developers. However, developers often do not know all the ways in which the system might be used by different end users over time [29]. Hence some lower-level details of system behavior should be also available for customization at the user interface.

Mikinuggets allow end users further appropriation of the system. Mikinuggets’ pages act as a mechanism and interface for supporting the creation and evolution of software artifacts beyond their initial form. Moreover, mikinuggets are also a medium made of captured knowledge. CoPs can incrementally construct knowledge via mikinuggets during collaboration and communication.

Figure 4 shows a screenshot of a page containing a description of a set of role-playing game’s characters and three mikinuggets, namely, stickyNotes, tag and notifychanges nuggets. The
**1. Editing mode**

- Rich text editor for end-users
- Including mikinuggets with miki markup syntax

**2. Rendering view**

- Header indicating the current page location
- Sidebar showing tree structure environments
- mikanugget: notifychanges
- mikanugget: tag
- mikanugget: stickynotes

**Figure 4. Embedding multiple mikinuggets**

Environments do not impose a predefined structure on all CoPs, but allow sharing specific features among selected members. For example, access control in MikiWiki is not an inherent property of all environments, but it can be achieved by including a “check point” mikanugget in the environment settings page: all the pages within this environment therefore inherit the access control property.

If an environment loads an “online-presence” mikanugget, all users that are accessing that environment become reciprocally aware of one another’s presence as MikiWiki starts tracking user activities within the environment and displays which users are browsing that environment.

The sidebar shows all the active environments: the current environment and all the upper level environments enclosing it (Figure 4). Since a sub-environment inherits all the characteristics of its upper level environments, the mikinuggets of the current environment and its parent environments are activated.

### 5.4 Habitable Environments

In accordance with the HMS model, a flexible mechanism is designed to allow CoPs to partition and locally configure communication. Environments are used as a way to associate specific behavior to a large set of pages.

#### 5.4.1 Designing Habitable Environments

Any folder in MikiWiki can be promoted to an environment and it can be customized by embedding a set of mikinuggets.

The tag mikanugget allows players to assign keywords to pages. The auto complete tags can be predefined in a glossary file. Players can create their own tags. The notifychanges mikanugget allows players to specify who should be notified via emails whenever the page is modified. 

\[
\text{<<notifychanges:john,mike>>}
\]

indicates that Mike and John will be notified by email when this page is modified. Mikinuggets also enable individuals or CoPs to take control of their communication experiences.

A MikiWiki page consists of three parts, a header Div to indicate the current page path and a user’s profile information, a content area and a sidebar showing the active environments.

To better support different levels of participation, MikiWiki provides two different content editors, a rich text editor, which is a WYSIWYG editor that allows novice users to easily create text context, and a JavaScript editor aimed at expert users who are able to programming. Figure 4 illustrates the characters page in editing and rendering two different views.

#### 5.4.2 Habitable Environments for Mediation

The HMS model addresses the complexity of design projects by bringing together different CoPs into a Community of Interest (CoI) [30] to work together. Design activities require collaboration among different CoPs and are characterized by symmetry of ignorance [7]. This means that no CoP possesses all the knowledge, or more important knowledge than others, but rather that all the knowledge is symmetrically important in the problem solving process and tacitly distributed among the community [31]. Exploiting the power of the “symmetry of ignorance” leads to creative results [32].

In a collaborative system, there is always a trade-off between convergent and divergent points of view. Within the same knowledge system, a CoP can take advantage of a shared background and communication is comparatively easier internally than with outsiders. Members of the CoP tend to be biased by player’s need.

The tag mikanugget allows players to assign keywords to pages. The auto complete tags can be predefined in a glossary file. Players can create their own tags. The notifychanges mikanugget allows players to specify who should be notified via emails whenever the page is modified. 

\[
\text{<<notifychanges:john,mike>>}
\]

indicates that Mike and John will be notified by email when this page is modified. Mikinuggets also enable individuals or CoPs to take control of their communication experiences.

A MikiWiki page consists of three parts, a header Div to indicate the current page path and a user’s profile information, a content area and a sidebar showing the active environments.

To better support different levels of participation, MikiWiki provides two different content editors, a rich text editor, which is a WYSIWYG editor that allows novice users to easily create text context, and a JavaScript editor aimed at expert users who are able to programming. Figure 4 illustrates the characters page in editing and rendering two different views.

In accordance with the HMS model, a flexible mechanism is designed to allow CoPs to partition and locally configure communication. Environments are used as a way to associate specific behavior to a large set of pages.

5.4 Habitible environments

In accordance with the HMS model, a flexible mechanism is designed to allow CoPs to partition and locally configure communication. Environments are used as a way to associate specific behavior to a large set of pages.

5.4.1 Designing Habitible Environments

Any folder in MikiWiki can be promoted to an environment and it can be customized by embedding a set of mikinuggets.
communicating with people sharing the same practices. Divergent viewpoints in a CoI are therefore needed for solving complex design problems and coming up with innovative solutions. Nevertheless, CoPs with different cultural backgrounds use different systems of signs, languages and representations [33] and may have different perceptions as well as interpretations. Communication is needed to reach a common understanding about the messages they exchange.

Environments are also a mechanism to negotiate the awareness of convergent and divergent viewpoints regarding an object of interest by presenting it in a meaningful way to different users. For example, when designing an apartment, the same information might be presented differently in different environments, i.e. floor plans in an environment for architects, construction details in an environment for civil engineers, a 3D rendered model in the buyers’ environment, and a price table in the contractor’s environment. Moreover, being aware of those differences eventually enhances the mutual understanding and supports CoP collaboration.

Figure 5. Two different habitable environments

MikiWiki supports the mediation mechanism of the HMS model by allowing mkinuggets to be represented differently within individual environments.

Figure 5 shows an example where the same data is visualized differently in two different habitable environments: shopping items represented as photos for Americans and as a price list table for Italians. The data page is stored in the knowledge base and can be accessed by all the design communities. On the other hand, each environment has its own mediation mechanism to materialize the shared data in a way that is meaningful to its inhabitants.

The mediation mechanism, as envisioned in the HMS model, was initially based on user’s role, culture and platform in use. However since the mediation mechanism is also handled as a wiki page, it is open to modifications. Instead of gathering data about the end users’ culture, role and device, and automatically filtering information for them, the open mediation mechanism goes beyond the “perfect personalization” dilemma [34] and enables the environment designer to decide directly what is meaningful information and how to represent it.

Making the mediation mechanism open and editable empowers CoPs to design their own environment and optimize their workflow at different design stages.

5.4.3 Mediation Mechanism for Tweaking and Tinkering

A habitable environment is also a space for end users to further refine their means of communication, tinkering with new tools and tweaking mkinuggets according to their aims.

Figure 6. Initial chat mkinugget tweaked for better collaboration

Figure 6 shows how students tweaked the existing chat mkinugget to support their collaboration on a project. The students started using the chat mkinugget to exchange ideas that were then copied to wiki pages. This presented a few unexpected issues: links copied to the chat were not clickable and the chat text was written with a white font, making it unreadable when pasted on the white wiki page.

When a chat page is created, it loads the standard chat behavior, as in the case of ‘chat alpha’ in Figure 6. The students cloned the chat code page within their own environment (‘beta’ in the figure) and started modifying it. Consequently, every chat page visualized within the beta environment picked up the new local chat code.
In section 8 we give more details on the page lookup mechanism and how it is used to support the mediation mechanism.

In the tweaked chat mikinugget, three changes have been made to the initial chat mikinugget: i) each chat entry’s font color is black, allowing users to copy text to wikipages with a white background; ii) the chat entries’ background color is changed to white to offer some contrast to the black font; iii) each entry is parsed and if a URL link is found, it is automatically made clickable in order improve contextual navigation.

Some weeks later, another group of users involved in a different project appropriated the tweaked chat created by the first group and started using it in their own environment.

Notably, mikiwiki supports extending new functionalities without compromising the working of an existing mikinugget for other users; the students cloned the initial chat mikinugget code page in a local environment and worked on their own version. If the tinkering did not work out, the students could have deleted the local version and simply used the closest available mikinugget with the same name, in this case the initial chat mikinugget. The tweaked mikinuggets can then be shared with other CoPs.

6. MIKIWIKI IN USE
The first MikiWiki use case was developed to support diverse CoPs (mainly software engineers, designers and clients) collaboratively designing iPhone applications.

1) At the meta-design level as shown in Figure 7, software engineers design the workflow and interactions, which generate a mockup design environment for designers to use. In this case, the mockup design environment is composed of three mikinuggets written in JavaScript, namely toolbox, canvas, and trash.

2) At the design level, designers can use a mockup environment to create an iPhone mockup by simply dragging and dropping components and sharing their results with their team. Alternatively, designers can create their own toolbox mikinugget with customized design components, while the iPhone canvas mikinugget can be easily replaced by a new mobile device or platform for another design case. Figure 7 shows a wireframe iPhone mockup environment.

In this case, the designed mockups are also wiki pages, acting as boundary objects containing other boundary objects, exchanged and shared in the community.

3) At the use level, users can vote on annotate and discuss the mockups. The final end user environment consists of a mockup sample by designers and three mikinuggets, ranking, stickynotes and comment respectively.

Using the MikiWiki markup language, a user can easily include these mikinuggets by using <<ranking>>, <<stickynotes>>, <<comments>>. Stickynotes can be used by clients to ask for new features and modifications or to annotate the mockup with suggestions and comments.

Nevertheless, all the design activities can happen in the same environment. The levels of participation are not predefined but emergent in terms of users’ skills as well as roles, which are highly dynamic.

7. Application Domains
MikiWiki could provide a fundamentally different design methodology for a broad spectrum of application domains, including the following:

- **Mockup Environments.** Many applications for mockup design have been developed, such as MockingBird [35], Balsamiq [36] and MockFlow [37]. In the design of a UI mockup system, MikiWiki would not only support rapid prototyping, but also it would bring together different design teams and support their communication. Mockups could be easily stored and shared by the communities within MikiWiki.

- **Productivity Applications.** Applications such as Google Docs, GoogleTalk and Gmail already offer a high level of sharing and collaboration within an organization, between friends and with the larger public. These applications however lack support for customization, which is often achieved only by using specialized browser plug-ins. The use of some of the techniques employed by MikiWiki would allow building of a custom features and leverage the existing communication mechanisms to share them with other users.

- **Online Spreadsheets.** Google Spreadsheet and other online applications allow users to work on the same spreadsheets. Google Spreadsheet went so far as allow the scripting of new formulas in JavaScript. We can see how these formulas and macros could be shared and maintained collaboratively across an organization using mechanisms similar to the ones employed by MikiWiki.

- **Collaborative Creative Writing.** MikiWiki can be used as a brainstorming tool and platform to build dedicated tools for defining basic story principles and structure, and leave participants generating ideas and developing plots.

- **Online Games.** Games have been open to user customizations (known as ‘mod’) for a long time. SecondLife is a great example of how to provide extensive customization and scripting from within the environment itself [38]. As in MikiWiki, online gaming platforms could benefit from an environment for social customization and sharing of programmable artifacts and characters.

- **Collaborative Software Design [39].** Software design and design process documentation can be easily integrated in
MikiWiki. Beginner, advanced and expert users are encouraged to participate in software design, discuss it, share code and test application prototypes. Github (social project sharing) [40], Cloud9 (team based online development environment) [41] and jsFiddle (online JavaScript prototyping) [42] are all projects working in this direction.

- **Web Widgets.** Projects such as Netvibes [43] and iGoogle [44] focus on creating cross-platform reusable widgets. These widgets are generally hosted by third parties, although Google has been working on integration with its own Google App Engine [45]. MikiWiki could have the same potential as well as highlighting code sharing and the social aspects of development.

- **Social Networking Platforms.** Currently, the most popular social networking platforms, such as Facebook and LinkedIn, support the development of third party integrated applications, yet are lacking an integrated development environment and custom services live on third party servers called via callback APIs. MikiWiki-inspired techniques would work on client-side extension mechanisms and integrated shareable code environments, relying on the existing social features.

- **E-learning and Knowledge Sharing.** Knowledge can be made more informative and more vivid by combining multimedia and makinuggets. For instance, users can attach interactive examples to any articles. Articles then are not just a static form but become interactive essays by combining more complex interactive behaviors. Sharing course notes, articles, discussions can also be made explicit within the environment.

Based on GoogleWave technology [46], Google Shared Spaces [47] is a wiki-like environment that allows end users to create sharable online ‘spaces’. Spaces can also embed widgets, which however are developed and hosted outside the Google Shared Space. Google Shared Spaces is very close to the idea of a programmable wiki, and it could be enhanced by integrated client-side programming and social sharing features.

In short, MikiWiki can be applied to systems that require creative work, allow a high degree of customization and benefit essentially from social sharing. Comparatively, the advantage of MikiWiki is that it does not rely on external servers; it provides integrated environments and allows immediate feedback, through which code and features become social artifacts. However, it could also suffer from potential trust issues related to the code. The scripting language is limited to JavaScript and thus relies heavily on a backend with a set of given functionalities.

8. **REFLECTIONS**

Our understanding of the HMS model also evolved as a result of implementing it, as technical affordances were exploited to evolve the initial model and open up new opportunities. In this section we present some observations on this process.

**Tinkering, mashups and intercommunicating components**

We found HTML and JavaScript to be extremely effective for quickly building new features and mashups with Web applications, mostly due to the recent adoption and growth of the jQuery framework within the open-source community. Adding language translation to an environment can be as simple as accessing the Google translation APIs via a ready-made JavaScript library.

HTML and JavaScript also facilitate building loosely coupled systems. We did not design MikiWiki with the idea of creating interoperable artifacts, yet the event-based model of JavaScript allowed us to create independent components that could interact with one another at runtime, as in the case of the iPhone application. The toolbox makinugget allows selected UI elements to be draggable by mouse, the canvas makinugget accepts selected UI elements being dropped on, and the trash makinugget not only accepts draggable UI elements but also erases them. However, these three makinuggets can be used independently.

**Openness vs. blank page syndrome**

As users of the system, it was not always clear what the next obvious step could be. The system is very open, and thus at times this very openness encourages ad-hoc activities, yet this could leave a user at a loss what to do next. We still need users to design the initial environment before co-evolution can take place.

We found MikiWiki to be very effective for tinkering. It is easy to access something that works, clone it and tweak it into something new that still works. Conversely, it is much harder to come up with something new from scratch. To encourage cultures of participation within MikiWiki, we should carefully plan the initial environment, design rewards or incentives, foster public commitment, establish clear contribution norms, and provide clear mechanism for conflicts solving [48].

**Levels of participation**

Before designing MikiWiki, we perceived the three levels of participation (meta-design, design and use) as being different ‘places’ within the HMS and with different users. During the implementation we realized that they are not as much places as modes of work. Users can now decide to create different environments to carry out meta-design or design activities, but this is not necessary. The meta-design, design and use modes can coexist within the same environment and users can seamlessly move between them, achieving higher levels of system tailorbility. Therefore, MikiWiki is both a development environment and a collaborative environment. It also provides users with a gentle learning curve and a high ceiling.

**Page lookup mechanism**

The practical difficulty of having to specify a full path for every wikipage every time we referenced it inspired us to come up with a relative lookup system for wiki pages. Whenever a resource is referenced, MikiWiki looks it up starting from the immediate environment, then proceeding to the containing environments. The implication is that locally defined resources override globally defined resources. This mechanism became the basis for the mediation mechanism and creation of local configurability of resources within a larger interconnected environment.

**Mediation mechanism**

The way we imagined the mediation mechanism to work has also evolved. We started out imagining how an abstract shared object could be materialized according to sets of rules depending on a user role, culture and device in use. As we developed the system we realized that these rules were cumbersome to express in practice and that it was easier to allow mediation by exposing the rendering mechanism to the users and then allowing different environments to override the rendering mechanisms of the same data page.

This greatly simplifies the system by making the mediation mechanism socially based and removing the need for an explicit representation of device role and culture within MikiWiki.
9. CONCLUSIONS
MikiWiki is a work-in-progress prototype to support and evaluate the HMS model. MikiWiki brings diverse CoPs together to participate in the design process, support their communication and evolve all the system components as well as the communities themselves. We want to underline the importance of prototyping within the model-building process. Developing and interacting with MikiWiki changed and evolved the initial HMS concepts, grounding them in real-world constraints and at the same time opening up new design opportunities.

MikiWiki is not designed to be an environment for software development, but rather as a shared environment where design teams can communicate or write basic wiki style markup language, using HTML as well as JavaScript to tailor the communication and collaboration tools from within the shared space.

The contribution of this work is to demonstrate the feasibility of implementing the HMS model. MikiWiki combines the functionalities of traditional wikis with EUD activities and meta-design concepts, focused within the HMS conceptual framework. In this context the boundary between system developers and users is blurred, and there is no need to identify a final delivery or the end users. Considering situated innovation emerging in local contexts, MikiWiki aims to provide a just-enough infrastructure based on under-design principles, which allows users to further build, extend and develop their own environment.

The next step will be to apply MikiWiki to various use scenarios and run usability tests to improve its functionality and to support design teams with an iterative implementation process.
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